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МЕТА: Метою практичної роботи є формування професійних вмінь та навичок щодо базових засад аналізу текстів, вміння застосовувати отримані знання на практиці в практичних задачах інтелектуального аналізу даних

ОСНАЩЕННЯ:

ТЕОРІЯ: Оброблені (tidy) «акуратні» дані мають певну структуру:

* Кожна змінна є стовпцем.
* Кожне спостереження є рядком.
* Кожен вид одиниці спостереження являє собою таблицю.

Таким чином, ми визначаємо оброблений текстовий формат як таблицю з одним маркером (токеном) на рядок (**a table with one-token-per-row**).

Токен — це значуща одиниця тексту, наприклад слово, яку ми хочемо використовувати для аналізу, а токенізація — це процес поділу тексту на токени. Ця структура «один маркер на рядок» залежить від того, як текст часто зберігається в поточному аналізі, можливо, у вигляді рядків або в матриці термінів документа.

Для акуратного видобутку (mining) тексту токен, який зберігається в кожному рядку, найчастіше є окремим словом, але також може бути n-грамою, реченням або абзацом. У пакеті «tidytext» ми реалізовуємо функціональність для токенізації часто використовуваних одиниць тексту, і перетворюємо у формат «один терм на рядок».

Оброблені (tidy) набори даних дозволяють маніпулювати стандартним набором «tidy» інструментів, включаючи такі популярні пакети, як dplyr (Wickham and Francois 2016), tidyr (Wickham 2016), ggplot2 (Wickham 2009) і broom (Robinson 2017).

Структурування текстових даних таким чином означає, що вони відповідають принципам акуратності даних і ними можна маніпулювати за допомогою набору узгоджених інструментів.

* **Рядок (String)**: Текст можна, звичайно, зберігати як рядки, тобто вектори символів, у R, і часто текстові дані спочатку зчитуються в пам’ять у цій формі.
* **Корпус (Corpus)**: ці типи об’єктів зазвичай містять необроблені рядки, анотовані додатковими метаданими та деталями.
* **Матриця документ-термін** (**Document-term matrix**): це розріджена матриця, що описує набір (тобто корпус) документів з одним рядком для кожного документа та одним стовпцем для кожного терміна. Значення в матриці зазвичай є кількістю слів або tf-idf.

Подібність Жаккара множин A та B визначається таким рівнянням:

𝑆𝐼𝑀(𝐴,𝐵)=|𝐴∩𝐵|/|𝐴∪𝐵|, її можна позначити SIM(A,B).

Подібність Жаккара описує відношення розміру перетинів множин A та B до розміру їх об'єднання.
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Документи можна представити як набір векторів у векторному просторі, де кожному терміну відповідає одна вісь. Для кожного слова в документі використовується хеш-функція, яка зіставляє його з цілочисельним індексом. Після цього документ можна перетворити на набір векторів, що представляють слова в документі. Векторне представлення документів не містить порядку інформації - воно відображає, скільки разів слово з'являється в документі. При цьому втрачається порядок слів. У більшості випадків векторного представлення достатньо, щоб передати зміст документа, незважаючи на те, що порядок інформації втрачено.

Якщо отримано косинусоїдальну подібність +1, два досліджувані документи можна вважати однаковими. Однак, зверніть увагу, що ці два документи не є фактично однаковими, але схожими на основі обраних термінів. Косинусоїдальна подібність -1 вказує на два вектори, які є діаметрально протилежними, тобто документи за абсолютно різною тематикою.

ПЛАН ПРОВЕДЕННЯ ПРАКТИЧНОГО ЗАНЯТТЯ:

1. Відповіді на вхідні питання.
2. Проведення досліджень невеликих текстів українських класиків. Виявлення схожості текстів, підрахунок частоти використання слів.
3. Підготовка звіту за результатами дослідження.
4. Підготовка домашнього завдання.
5. Захист домашнього завдання.

ПИТАННЯ ДЛЯ ВХІДНОГО КОНТРОЛЮ СТУДЕНТІВ:

1. Важливість слова. Показники Inverse Document Frequency, IDF та term frequency.
2. Хеш-функції. Хеш-функції.
3. Індекси.
4. Що таке схожі сутності і як їх ідентифікувати?
5. Подібність документів.
6. Представлення документів у вигляді наборів символів.
7. Побудова shingle наборів на основі стоп слів.
8. Матричне представлення множин.
9. MinHash та сігнатурна матриці.
10. Матриця рейтингів (вподобань).
11. Системи Спільної фільтрації.
12. Системи рекомендацій на основі змісту.
13. Ефективність рекомендаційних систем.

ХІД ПРОВЕДЕННЯ ПРАКТИЧНОГО ЗАНЯТТЯ:

1. Завантажте в середовище аналізу два невеликих твори українських письменників, наприклад, Л.Українка та Т.Шевченко. Можна виконувати завантаження з ресурсів, а також можливо створити окрему змінну, в яку завантажити рядки наприклад віршів, на більше 100 строк.

# To be or not to be?.. Л.Українка

Text\_1 <- c("Стій, серце, стій! не бийся так шалено.",

"Вгамуйся, думко, не літай так буйно!",

"Не бий крильми в порожньому просторі.",

" …………….")

1. Завантажте необхідні бібліотеки.
2. Для перетворення вихідного тексту в акуратний (tidy) набір даних (data set), його необхідно помістити у фрейм даних (data frame) за допомогою функції tibble().
3. Здійсніть токенізацію завантажених текстів за допомогою функції unnest\_tokens().
4. Проаналізуйте завантажені тексти та створіть власний список стоп слів, наприклад,

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArIAAABVCAIAAAA6xZDEAAAXPElEQVR4Xu2dS27cSBKGBXjh4w0gjNFXMPoA3szGNmRo4QMYBrxsScAcQICBXsxKpVVDGB+hF1Xwam5Qw3xH5INkkpFJSv4/lIASi0wmM4MRf0bycXEGAAAAANBcDH//c8Q/PmcePl5cfHyIlwIAAADPgdPpFC/qwouVBQAAAMDzBbIAAAAAABbIAgAAAABYIAs24eHq4vLm73jpnhhqeHF5e/T/H28vL97chP89f99cZo9FLXdkNxzj6eu767d/PMWLBTlc1ddqPaf7z9dvP393+3389PvrT+oo1Zd/3i8+FaXKOd1+MJurL6++PfJf08LH159PdTnH+99efbg7mi+/Xx/i3+dSW07t+kWeru3m6stvt4t7TKocMROSKqfaJDTpTpeVk2FZ1x++vTZb9UPCJCALNuEXkAWO4oYlfty+fXf99Ue8WJj+suDn9/fvrt//Sc8370O981qGVDlhc+XOYh864nOz68+nuhzvo4MTXERtObXrF/Gbn+7+udR3K6TKETMhqXKqTULTzkQXdv2WsmCFSbxgWaAC29XM3uvNLmRBVcAuriwsC1SeoLkmOPeXBSpPwDWBWnj7wZ63g/vQznQZUuWEzQcnOMen165forqcwfcZFz/4vjVut7ac2vVLhM2HSDY3xmSQKkfMhKTKqTeJAlLliHV9ayRMYmeyQDvrm48XFyrSHG/eDF+uHs7qCx25nul9gMMmgSu9yGzIoPpAbWsJ8cwU6H8y66uQFt9tOER0s5exctSG5odowG0X3hBZoOSLp1rHDGPQkJSeDWs0jY+R5CdaGRPdH9LjMrLg4KYMkliblQWh6fhPxz+/8LmDjH4aCrR7p/MUvpusTPGtajvLbOoM4/Lmtoks8F2soOX/uCVzBxOocYkf1ijJT85t9e/rV/qzxufWocYf3XeqUYMtt+uOoy416Az7Xepbl0EPmba2zl33rk/ZFFkT9bKKqF/0J4zgO1dGwezTfowqIlWNUhTkFKa1ZU1NIEkOmoDxWRm3jujZsT9ZoKORDhtWGajgpJYT/x5GqCMpgfxPLEqRka4JVHZ9vzs3ptTuXi8ZNvFLyuWYuBUCGC3TlkbWj5XHPHRSen6wSckGbIdref+/DngkHrtobWKzLScj4NK9qEPOr6+G1DxV4KsRJjWGzf0SX8PQjFYrmKYOGo6tY/RB8dgXQrs14q8/0lRBkaIv1g7F+oKaTKYQyiv19Lkc5gcbQ/fVc7+KwcVr18/2S+ezSZxoTtEUz6ejM2fxmDRNpJUDW5locb+ZYB8qz7bKrKnx3c1XIOZhJJFoF+xPFrigq2OAjwosfij/O+3fs7IgikPhXx6e3bYqxqi48vDx8tILFLXazHICw3KyfhgEj8SSMvqKvHe3f8XL60gDNiEnC8LK5PD5JEJaZrKE9Qv/NTODYNtNqbFLLciGXevdRUrR/1uc1OCJh6lJBJW3UI3MPqOzGxlJ5MjOIBQp+WK1PJz8vcPViO/rQTEStIC0rdrvwgnaRfgRIe1fPk/fURGWTJHCzbILhZpsZ6LF/WaCfei+Klkw2AO1Q28eevn9tWwXPBdZQMNAklh2yWTulLOyIFqoVYWO4nlZYPf1cDXU6nA1lD9UzC2fUw5bISsL/K9x2jmPEQRf7n/GP9jkQfhMi4YkYFOayQKa+TeMygIjAXWzDzsdDED3RVqsMg9djZIsiJZPyYJ6svZmqJcFLC1pPWCascx6omYUfV9T3FH3jM00Wd1zv2fu7n1r0/owk2hNyRTjn0Rj0jTPXRbY5kpkQc7q/FnPy7fmcTQXTIQyZXg+ssB9N3EibOLR8Yb45aybnjfKD0Xpnd7eXN2aAevNzUcTWuaVExiXBYagLabYPFtA2paH2/Twk71k+8WQTiJYk7j5aHI2qi8uTfm12YJKWSCaLZCZRNhgWMYo+r4u9MyOlEfqrQlDye3qQBgzxQ3N8jnLguhaASYL3Jp0nohkC+gu9L/3rh1+YVlgAszVlckhG/5+eAgBIDOCT8MPi1IkVOhrAsi1hG4dvdxLhMtLNWCdKicX2sn6Ovzb9Y8Ph9CbpW3zrL62YDQ0xq2n6u+OUX93IVlLKJI5iNs8kQWseSOSSw5ddsGsf7hSUwk29LLuDk1XkgU0bNMy5dDNEh++ReSSQ3ptwWy0AWcbpJai78sy1hpLUH5wVmg0nTv/PMrAXPDsuXxlkCuNyl1YcI7qQMPwfNZ3fckU47g1LyaJmYSQLBCrT3m/iSyI1d5sWRBNHtkEkt18riyYa6LPSRbYo6InvHEBjnispkaQmZ9MpDeL+TD3ym0QhqE0BEbxrFxO1iUZNWBW9tkCv1Azo8Nilt2JYKF7JyNv9xM9YVQ7fLwhh+B+UF1wdaNPMPVD1AVmw+S4SNNFR53OI6hOz8sO2vss01NwhX79N2pKKK3VeoyjcdAmrZhHKPli929I6mY9UcT62OAo+r4sEj6XJ89nxWYxWZDN6I4y1+eWSCeJXhElxJPM2aAYs77ry6YYmujTk/k+XSUJk9A8V1mgGyr8m8iCXP9G2QX3nRf1wmXBBCP557WUwznoS5/HGfUn8zijPjzQ2zE6orJra2LSYtygojsHcz3yQkiqwLB+7mCrri+xmUkU2Ft92jPPRJ+TLBhJPq8HsmBPtH/48TZEDz/uwQO7BaYfOr20xQml01db7Dh7wVAF4rJgq64vsZlJFNhbfdoz10SfhyxwOeeGZztkAQAAAPA8ZAEAAAAAOgBZAAAAAAALZAEAAAAALJAFAGyEvxFZfZlxF1zt+kX8zdOzHwaQR6ocf20dvQVrAVLlhEf0LHtgwCRi5YuZRCVi+5UyIalyxEyogFj5YiaUY5AFTcsvAVkAfnm8b5354P3a9Yt4H7ryWnepcsLms58dlEWqnOBz+TNkxBArX8wkKhHbb9mE7L34ann2kQCccjl1iJlQAbHyxUwoB5UFLcovAVkAfnlOlW9Gr12/yOCbrCs/uLfRL0KqnLD50TzjfSlS5ShXaFx2aHNRpMoXM4lKxPYrZUJS5ciZUAGx8qVMKIeaRGhZfgnIAgAKKHn+On3eWVv8k+PsKI09oI08gG/N0LAancC0uw6+3tVQ88jfLNeY7FMm2Yg5JIfdcwj8eLdbVdkIm/aj/TcyLW1vbH3+U7x+e0glaYvptvVdvzZRUQNrh2iUrxIVsUnw5avCfw3kPPUf20T0VKKPRCRJi5DJwLUFAOyM04nEvF4+pSwLQjrRrtbTF/tQ5LPEm8sCUyUSekmbWOe7V1lAQ36IBybmkdgQmn0TUwykLaZjraoqO8bmUFNMzDI3F0Caq+cpY8k0ztFHei1t/a/eDKidQBYAsFuCfm9OURZEdehXpWjylYWxrWRBCAk5WaDb8Na51/3JAt53/lhUe/5me19ljN13Rr9+J+RaTEe1oZK5YNwMIgWYSmYSgcCW92+6jCwgEIUdTivW1JAFAOwNM2Kzn04OpSgLmBOxdevhkWNnqvyXccdRRjeNHO0IiiQjC8y0sQ/D28oC1kS2v/TQln1cj3+7M5UcKh9e15sU1ckUA/kW0zmPzPKGUJMjGXgmEQgsY79B02VlAet9Jgv4kjNkAQA7g8bdODQ2pCgLojr0q9IOswXRRCyTBffx5Mu2smA6W+BRsuBRrzaIg+sDnyiZ2LYtuRbT1fvkNWIf6OifTgrMyhb0J5UFZFKjmC0ICyELANgV9PykJ/M4c1+ZWqQoC/iQaPZE6fq3+nLfSpplkSyQeIsu7ZpIFrxm13atkQUCL4YuyQIzik3ClZYFdkA8fAmyYJkpSnS9JW0xX6WK+gh0fckU9fecQKmoXkCg6w2JLKCnrTbXRBawY5ySBau9TQHIAgAKhIzl9cE76wlWn6g2tkUf60p8pnF+8lYkNtBkbHBz28gCHQBCR8SywMcAKgtK7TmGQGwoygL7b6iPn0R4DJEsyIJlpijT9Zqoc3nGQtdnTuhd3fW0HfSH6QBtGO5D6lNaXkag6w2JLKD9/uHuoL+bKkUJMPMdsgCAF8G8N6nXMDfiFhh8R8NXntZzvHkjEquaM4SxXb0QuR50/UJ20vVTsqCFt1FAFgAgyNw3qdewShYMQ8Y9ODiPGjI2cGTyqCHjrmJqNej6heym66dkQQtvo4AsAAAAAHbHlCxoBWQBAAAAsDsgCwAAAABggSwAAAAAgAWyAICN8DcKqy/LL+6rZ8nN3zmkyilinht41rdXkfL9jWr0eTsLqC7HP8Ih/wCA2UiVU42UyRXLORXeZChlKlLlVHd9AalyikiZSlU5krKgaCoZIAvAL48/YWY/I0gI71v5jeDVSJUzgrv5m90pHnYXPQmxkupyvG+lz35ZgFQ51UiZ3Eg5/gEYrD2lTEWqnOquLyBVThEpU6kqp4ksSE0lAbIA/PKcpF5aX0tpSFeLVDnVFLII1VSX82Se/EP7bhFS5dQiZXLV5UiZilQ59V1fQKqcIlKmUlOOpCyoMRXIAgDy6CyfHm/ZT5DY5Cd7giUrq49zl49rHjywAp1Q9fXxPogOF8iQJYxj7DrBz2aX98APeX9vMgTMUngqoh8fe9hAmW5F+j1solaYCgNSsBHzjKSxJGp3mS4j7dOrMulwnA2UXQKMdZkiVLVXf51ZlwW7UrKgeAqw+js7lDE5yAIA8rBwGC137ob5X7ckGaxsJAvGQr6pD6sYWcfqiUQWsOXtSXxcL2WgUQdLjzS2Bx51XL/TOpPvJljmzKkFpK1M8Ohofk/2kdi0vwrm15p4giNulpw5kVAab94UXzfVVq5ip9N9+RQIJy/xOTImB1kAQJ44DFi4s0hGJDuTBXa/Wb9MHRBdRy+3b/gdWd6cqG2Tpm5MLAtSmUI62ltFVhZoA3CvduyAjx+6knc9zc9bC4lhUXztGG6ZzZDTsGhLrIsLHqAJrrmYrzj951/FU4Coq5wsWGVykAUA5Ck4BTP8op85soCsnxujtIJmIJks4Es07ngf9dRjCIql5a2J279zMjx3pKFKqg1pv1N3HMuCo5ntdsPoDtgYY6eTWaRpDVUkdGhOWlLnnDqdBUGCUBEcm5aHni+5c6Qdqrn0HqnJ/fff/yieAsQCU1mw0uQgCwDIU/AdE2OdgiygJ3NfH60PgR0LzRaQAzT/3savIS4ub87usgVn35VxL4e6JbLg3rnvpT56ATok+7xOT1kQDn8X2YKzb3beCEVbihRMP0i2IFRgJFtAT95YFqw2OcgCAPIUZIFenvcpijhgKJbIAoG34pJ9ZWVB5KD1cbGJ1SALcsvHEXiLLneRJMyM0vKtuGdbjevoWu7YLxNZEMZ/c320wNty7dAzDNZ7mRw5RtpfBfObQMKEzrZHvl1z49Fdk+sOr6QrkDC50Fwk9pevLWBnbmR+600OsgCAPCVZcPaR0n5KEcJjz1XzSX7Ns9pHs1Rt0S+TtKQ+KO+vI1mQWT6OjE+nSd05muAs46M1hSPVVaKdaGMw/+gVdL/7ai/10QvQVfJm2UsWKFuK24GpBLtwVmXOUiYUG7CneFayDp3TZRImF4V8871wJ4JegVQslgWrTQ6yAIB9Mpyru3i761KON29WxJgVDOGk4QuFk8FuIgRXJ8kPVytjzFLWmVwShEaE9TxkTGh1NaZpZHKSzy0Yh5scZAEAe2QYurVwNN1QQ71NYpsauq2IbROwHIxBWhYMsVkgFi5grclJywIZE9Kj7UzWR5BmJtdLFsQmB1kAAACTaEEwM6sM9oBLv6+QaBvTSxbEQBYAAAAAuwOyAAAAAAAWyAIAAAAAWCALANgIf6MwuVuvC/4ed/VlxQyoVDn+WrnMhXU1SJVTxF/LNv4MiUmkyhEzIalyzmFmnV8PIWUqteXUrl9imWmlO11WTgYpE8qWA1kAwEZ4X5zce9YY7ytXXrsuVU7YnD6Lph6pcoqES9zJs18WIFWOmAlJlVO8/F7KVGrLqV2/xDLTGpEFVeVkkDKhbDmQBQBsxKniTeSinIReWi9VTtj8uO6l9VLlFBlcp3Hloe8WIVWOlAkJlaNiTD7USZlKbTm16xeRMi2pcsRMKFcOZAEA+yLo9zCkyIx16GhDfXeZW+/72HBkfXK4Ap0gTTPJdCS6bohTTT6zbRKnvqqkPqp6mSZtyxO5/562FRvB67bNh15hfIw/ZF5LocbBaXuaNb019mk3er5YuloXaQr69N/OxqOhfsB9rOUwU5+SEZAFAOwLltbzJ3Dk6Xiy1zlunzK1C138MJ6rlywgVWUuO9T5ceZjccVQu1ZVikJIGN26FczaRISxJm3LDFlgnfvGsoCJVNKkVg6S0Ninl6M+ymjoZugzq9gdVEj1JLPfo4/0WiKP1wqyAIB94fxsdG4nvjg4I/9TXhZot37XLxKTeJCVBbzyXXBKJZIFQTklsoAqqnEfKsakLNCVvO3VekVZwCUp+XfMYpuSmFmvVMFEWiITnrswvt9pk4YsAGBf+HRf7FKDD4pG2/48z8mCk5ky7DtA1yOSOGPpF07lMMXxYSOVBbaRk1iSnZdpCw23dKjtlh/0tHQ3UVWUBZnElWmiSAf0kwXU8kOfticyp4Tx8NyO7H5zkx0FIAsA2Bc0W8AdnD3b48DA5EIkC+6cg+gqC9Su0zBMswVjzlSc0JJ816S5IlkQQt300EoQrwj1h8uCe5tLiHu/GUVZUMwW0Hmr8wZNZ0Tw2PBdmmeTLVB94ZzJdL9AFgCwL0Loivyv/en6k7u42kCGR4ksCBOfc2XB2rfcnlm1s7KAxulJBN5yS0IFqw/16TyckPA27UMtEm+5DdCu1xqFzcvMkgXxW2trKcoC3n1Jk5J6joXMgIDJnW2LffpWcXm/gGmZIXhR46bheRQxE0r2m5jTeK2cLFhrQrVAFgCQh/pZP+x2aDdEogLNdfuP8Yz6J++Xu8kC5ZJ8DQuyoOJ6tLW+28bU6HN9UBUgzpHKAla3vcgCFoa7yYK43bw1kow0D4pkq1ma4CxgchZu8NOsNS0LS85n03tzETOhzH5Dv3y4O+jvI/oJsgCAZ0QcpZKZ1IqBeIHBFzR5W+tSjjdvVsSMNKs8kfhdzhBmVr0gWBz+MnsB6EWRksiYHJ/CmMM602rATkwoTCKIm9AokAUAVJMkD+RlwTB024Nj8qgh3RrH1E0WqKGeQGyTI36ZvQBtZIGMyc3OP3nWmpY4uzEhki2QNqFRIAsAqMBNFjSIZwA8a/R80KuZcz1gBrjkEAAAAAAWyAIAAAAAWCALAAAAAGCBLABgI/y1b/VXSzGkygm3OdCHn2jobX7TF52Vy6nDXz7JbnqsJ1/O8c8vb999uf/J1x34+f39u+v3fy6uNgDPG8gCADbCh3N6k/oCpMoJ4ZzfzjDj+SecQjnVhM3r7z2jlMspKoDT/efrt5+/TwkgAF4gkAUAbMRJ5iX3YuWo8GlVxYG8nH7283M8+XIW4Dc/rns5/Vg5ShnkcgZaGeQUAwAvHMgCAHaFTnTnn5tWfLRcU8yjEfzjFKOHKbl6rslSVMEeKhe1Bn0w33w5omYT/sitrRTD7V/xUgBeOJAFAOwKlngnTytiy9lDhdtiZYqNstFD77MPNu7DxHOK4sdBjvHj9m0+/D99fXf99Ue8FICXDWQBALuiIAuiuNsvDKv6kPjKLt8jmYyVlxHUk8iC6LqB+DKCETCPAAABsgCAXVGQBdEje6svA1xMKfxHw3GdVJgZhkWIZUGsS5QsmJlQgSwAgABZAMCuKMiCzbIF0bC7dJdBHJWbE8uCOD1QkS3AJAIABMgCAHZFQRYsvbZA4K210fUELhgvu7ZA6G22GVmw+NoCXHIIAAWyAIBdUZIF52V3IgjIAnaFfzJAr7wToaEsWHYnAmYQAOBAFgDwspF5mb0ce3rJPR5nBEACZAEALxmZl9nLsZ+X3OPhxwBkgSwAAAAAgAWyAAAAAAAWyAIAAAAAWLaUBQAAAAAAA/8HDb/jkX3NOLUAAAAASUVORK5CYII=)

1. Очистіть завантажені та оброблені (токенізовані) тексти від стоп слів з використанням функції anti\_join ()
2. Порахуйте частоту вживання кожного слова та побудуйте діаграми.
3. Порахуйте показник **term frequency** кожного слова (токену):

- кількість разів зустрічі слова в документі ;

- максимальна кількість разів зустрічі будь-якого слова в документі .

1. Побудуйте функцію для розрахунку подібності Жаккара двох текстів:
2. Порівняйте схожість завантажених вами текстів.

ДОМАШНЄ ЗАВДАННЯ: Оформлення звіту та підготовка до захисту.

**Практична робота 1**

**1. Завантаження необхідних бібліотек**

|  |
| --- |
| # Встановлення бібліотек, якщо вони ще не встановлені (розкоментуйте при необхідності)  #!pip install pandas re matplotlib seaborn scikit-learn  import pandas as pd  import re  import matplotlib.pyplot as plt  import seaborn as sns  from nltk.corpus import stopwords  from nltk.tokenize import word\_tokenize  from sklearn.feature\_extraction.text import CountVectorizer, TfidfVectorizer  from collections import Counter  # Власний набір стоп-слів для української мови  ukrainian\_stopwords = set([      "я", "ти", "він", "вона", "ми", "ви", "вони", "це", "і", "на", "з", "до", "від", "по",      "для", "що", "як", "коли", "де", "не", "вже", "так", "був", "була", "було", "буде", "будуть"  ]) |

1. **Завантаження текстів**

|  |
| --- |
| # Завантажуємо невеликі уривки з творів Лесі Українки та Тараса Шевченка  text\_1 = """Стій, серце, стій! не бийся так шалено.  Вгамуйся, думко, не літай так буйно!  Не бий крильми в порожньому просторі."""  text\_2 = """Як умру, то поховайте мене на могилі.  Серед степу широкого, на Вкраїні милій.  Щоб лани широкополі, і Дніпро, і кручі,  Було видно, було чути, як реве ревучий.""" |

**3. Перетворення текстів у формат DataFrame**

|  |
| --- |
| df = pd.DataFrame({"author": ["Леся Українка"]\*3 + ["Тарас Шевченко"]\*4,                     "text": text\_1.split("\n") + text\_2.split("\n")})  df |
|  |

**4. Токенізація тексту**

|  |
| --- |
| # Простий метод токенізації з використанням регулярних виразів  def tokenize(text):      # Перетворюємо текст в нижній регістр      text = text.lower()      # Використовуємо регулярний вираз для розбиття тексту на слова      tokens = re.findall(r'\b\w+\b', text)  # Витягнення слів (не враховує розділові знаки)      # Видаляємо стоп-слова      tokens = [word for word in tokens if word not in ukrainian\_stopwords]      return tokens  # Токенізація тексту  df["tokens"] = df["text"].apply(lambda x: tokenize(x))  # Якщо є порожні значення, заміняємо їх на порожні списки  df["tokens"] = df["tokens"].apply(lambda x: [] if x is None else x)  # Використовуємо explode для розгортання списку токенів  df\_exploded = df.explode("tokens").reset\_index(drop=True)  # Переглянути результат  df\_exploded |
| |  | **author** | **text** | **tokens** | | --- | --- | --- | --- | | 0 | Леся Українка | Стій, серце, стій! не бийся так шалено. | стій | | 1 | Леся Українка | Стій, серце, стій! не бийся так шалено. | серце | | 2 | Леся Українка | Стій, серце, стій! не бийся так шалено. | стій | | 3 | Леся Українка | Стій, серце, стій! не бийся так шалено. | бийся | | 4 | Леся Українка | Стій, серце, стій! не бийся так шалено. | шалено | | 5 | Леся Українка | Вгамуйся, думко, не літай так буйно! | вгамуйся | | 6 | Леся Українка | Вгамуйся, думко, не літай так буйно! | думко | | 7 | Леся Українка | Вгамуйся, думко, не літай так буйно! | літай | | 8 | Леся Українка | Вгамуйся, думко, не літай так буйно! | буйно | | 9 | Леся Українка | Не бий крильми в порожньому просторі. | бий | | 10 | Леся Українка | Не бий крильми в порожньому просторі. | крильми | | 11 | Леся Українка | Не бий крильми в порожньому просторі. | в | | 12 | Леся Українка | Не бий крильми в порожньому просторі. | порожньому | | 13 | Леся Українка | Не бий крильми в порожньому просторі. | просторі | | 14 | Тарас Шевченко | Як умру, то поховайте мене на могилі. | умру | | 15 | Тарас Шевченко | Як умру, то поховайте мене на могилі. | то | | 16 | Тарас Шевченко | Як умру, то поховайте мене на могилі. | поховайте | | 17 | Тарас Шевченко | Як умру, то поховайте мене на могилі. | мене | | 18 | Тарас Шевченко | Як умру, то поховайте мене на могилі. | могилі | | 19 | Тарас Шевченко | Серед степу широкого, на Вкраїні милій. | серед | | 20 | Тарас Шевченко | Серед степу широкого, на Вкраїні милій. | степу | | 21 | Тарас Шевченко | Серед степу широкого, на Вкраїні милій. | широкого | | 22 | Тарас Шевченко | Серед степу широкого, на Вкраїні милій. | вкраїні | | 23 | Тарас Шевченко | Серед степу широкого, на Вкраїні милій. | милій | | 24 | Тарас Шевченко | Щоб лани широкополі, і Дніпро, і кручі, | щоб | | 25 | Тарас Шевченко | Щоб лани широкополі, і Дніпро, і кручі, | лани | | 26 | Тарас Шевченко | Щоб лани широкополі, і Дніпро, і кручі, | широкополі | | 27 | Тарас Шевченко | Щоб лани широкополі, і Дніпро, і кручі, | дніпро | | 28 | Тарас Шевченко | Щоб лани широкополі, і Дніпро, і кручі, | кручі | | 29 | Тарас Шевченко | Було видно, було чути, як реве ревучий. | видно | | 30 | Тарас Шевченко | Було видно, було чути, як реве ревучий. | чути | | 31 | Тарас Шевченко | Було видно, було чути, як реве ревучий. | реве | | 32 | Тарас Шевченко | Було видно, було чути, як реве ревучий. | ревучий | |
| # Перевірка на те, що після tokenization кожен елемент є списком  df["tokens"] = df["text"].apply(lambda x: tokenize(x) if isinstance(tokenize(x), list) else [])  # Якщо є порожні значення, заміняємо їх на порожні списки  df["tokens"] = df["tokens"].apply(lambda x: [] if x is None else x)  # Використовуємо explode  df\_exploded = df.explode("tokens").reset\_index(drop=True) |

**5. Підрахунок частоти вживання слів**

|  |
| --- |
| # Об'єднуємо всі токени в один список  all\_tokens = [token for sublist in df["tokens"] for token in sublist]  # Рахуємо частоту появи кожного слова  word\_freq = Counter(all\_tokens)  # Створюємо DataFrame для візуалізації  word\_freq\_df = pd.DataFrame(word\_freq.items(), columns=["word", "count"]).sort\_values(by="count", ascending=False)  # Побудова діаграми  plt.figure(figsize=(10, 5))  sns.barplot(x=word\_freq\_df["word"][:10], y=word\_freq\_df["count"][:10])  plt.xticks(rotation=45)  plt.title("Найчастіше вживані слова")  plt.show() |
|  |

6. Обчислення Term Frequency (TF)

|  |
| --- |
| def term\_frequency(text):      words = tokenize(text)      word\_count = Counter(words)      max\_freq = max(word\_count.values()) if word\_count else 1  # Захист від ділення на нуль      return {word: freq / max\_freq for word, freq in word\_count.items()}  df["tf"] = df["text"].apply(term\_frequency)  df |
| |  | **author** | **text** | **tokens** | **tf** | | --- | --- | --- | --- | --- | | 0 | Леся Українка | Стій, серце, стій! не бийся так шалено. | [стій, серце, стій, бийся, шалено] | {'стій': 1.0, 'серце': 0.5, 'бийся': 0.5, 'шал... | | 1 | Леся Українка | Вгамуйся, думко, не літай так буйно! | [вгамуйся, думко, літай, буйно] | {'вгамуйся': 1.0, 'думко': 1.0, 'літай': 1.0, ... | | 2 | Леся Українка | Не бий крильми в порожньому просторі. | [бий, крильми, в, порожньому, просторі] | {'бий': 1.0, 'крильми': 1.0, 'в': 1.0, 'порожн... | | 3 | Тарас Шевченко | Як умру, то поховайте мене на могилі. | [умру, то, поховайте, мене, могилі] | {'умру': 1.0, 'то': 1.0, 'поховайте': 1.0, 'ме... | | 4 | Тарас Шевченко | Серед степу широкого, на Вкраїні милій. | [серед, степу, широкого, вкраїні, милій] | {'серед': 1.0, 'степу': 1.0, 'широкого': 1.0, ... | | 5 | Тарас Шевченко | Щоб лани широкополі, і Дніпро, і кручі, | [щоб, лани, широкополі, дніпро, кручі] | {'щоб': 1.0, 'лани': 1.0, 'широкополі': 1.0, '... | | 6 | Тарас Шевченко | Було видно, було чути, як реве ревучий. | [видно, чути, реве, ревучий] | {'видно': 1.0, 'чути': 1.0, 'реве': 1.0, 'реву... | |

7. Функція для розрахунку подібності Жаккара

|  |
| --- |
| def jaccard\_similarity(text1, text2):      set1, set2 = set(tokenize(text1)), set(tokenize(text2))      intersection = len(set1.intersection(set2))      union = len(set1.union(set2))      return intersection / union if union != 0 else 0  similarity = jaccard\_similarity(text\_1, text\_2)  print(f"Подібність Жаккара між текстами: {similarity:.2f}") |
| Подібність Жаккара між текстами: 0.00 |

8. Косинусна подібність

|  |
| --- |
| vectorizer = CountVectorizer().fit([text\_1, text\_2])  vectors = vectorizer.transform([text\_1, text\_2])  from sklearn.metrics.pairwise import cosine\_similarity  cos\_sim = cosine\_similarity(vectors)[0, 1]  print(f"Косинусна подібність між текстами: {cos\_sim:.2f}") |
| Косинусна подібність між текстами: 0.00 |

**Висновок:**  
В результаті виконання практичної роботи було проведено токенізацію текстів українською мовою за допомогою різних підходів. Спочатку була спроба використати бібліотеку NLTK для обробки тексту, однак виникли проблеми із завантаженням необхідних ресурсів для токенізації, зокрема стоп-слів українською мовою. Як альтернативу, було застосовано простіший метод токенізації на основі регулярних виразів, що дозволило успішно розбити тексти на окремі слова та видалити стоп-слова.

У підсумку, текст було успішно токенізовано, отримано список слів для кожного уривка, а також продемонстровано методи обробки тексту з використанням регулярних виразів для токенізації. Цей підхід виявився надійним і зручним, що дозволяє уникнути проблем із зовнішніми бібліотеками, особливо для української мови.